we tried to maintain 3NF but in some cases 3NF is not satisfied as we knew we would require lots of joins and decided against implementing 3NF.

**1.Patron**- It holds information that is common to both students and faculty including patron id, name of patron, nationality, department id, gender, password.

CONSTRAINTS-

Primary key- patron id,

Foreign key- department\_id (dept\_id) which references dept\_id from the department table

Not null – name , user\_id, password (passwd)

unique - user\_id

SQL> create table Patron(patron\_id varchar(20), name varchar(50) NOT NULL, user\_id varchar(20) UNIQUE NOT NULL, nationality varchar(20), dept\_id integer, gender varchar(10), passwd varchar(20)NOT NULL, privilege integer default 1, Primary Key(patron\_id), Foreign Key(dept\_id) references Department(dept\_id));

**2.Department**- It holds information about each department including department id, name of department.

CONSTRAINTS-

primary key- department\_id

not null - department\_name

SQL> create table Department (dept\_id integer, dept\_name varchar (30) NOT NULL, Primary Key(dept\_id));

**3. Student**- It hold information about each student including student number which is same as patron id, phone number, alternate phone number, date of birth.

CONSTRAINTS-

primary key- student\_num

foreign key- student\_num which references patron\_id from patron, the deletion of student\_num

from patron will result in the corresponding student\_num being deleted from the student table.

not null- phone\_num

SQL> create table Student (student\_num varchar (20), phone\_num varchar(20) NOT NULL, alt\_phn\_num varchar(20), address varchar(50), dob date, Primary Key(student\_num), Foreign Key(student\_num) references Patron(patron\_id) on delete cascade);

**4.Faculty**- It holds information about each faculty including faculty number which is same as patron id, category id which is the type of faculty ( like Professor , Assistant Professor).

CONSTRAINTS –

primary key- faculty\_num

foreign key-

1. faculty\_num which references patron\_id from Patron table,

2. category\_id which references category\_id from FacultyCategory, the deletion of category\_id from FacultyCategory will result in the corresponding record being set to NULL.

SQL> create table Faculty(faculty\_num varchar(20), category\_id integer, Primary Key(faculty\_num), Foreign Key(faculty\_num) references Patron(patron\_id), Foreign Key(category\_id) references FacultyCategory(category\_id) on delete set NULL);

**5. FacultyCategory**- It contains information about the various categories of faculty.

E.g.- Professor, Assistant Professor

CONSTRAINTS

primary key- category\_id

not null- faculty type

SQL> create table FacultyCategory (category\_id integer, faculty\_type varchar (40) NOT NULL, Primary Key(category\_id));

**6. Course**- Contains information about what courses belong to what departments and the books that are reserved for a particular course.

CONSTRAINTS

primary key- course\_id, dept\_id

foreign keys- 1. dept\_id in the department table, which when deleted from the department table

will result in the corresponding record in the course table to be also deleted.,

2.book\_isbn which references isbn from the book table

SQL>

create table Course (course\_id integer, dept\_id integer, book\_isbn Varchar(20), Primary Key(course\_id, dept\_id), Foreign Key(dept\_id) references Department on delete cascade, Foreign Key(book\_isbn) references book(isbn));

**7. Teaches**- It contains information about which faculty teaches which course and the department the faculty belongs to.

CONSTRAINTS

foreign keys-

1. course\_id , dept\_id from the table course,

2. faculty\_num from the faculty table

SQL>create table Teaches (faculty\_num varchar(20), course\_id integer, dept\_id integer, Foreign Key(course\_id, dept\_id) references Course, Foreign Key(faculty\_num) references Faculty);

**8. Program**- Contains information about each program. Degree category has the possible values- undergraduate or graduate. Degree has possible values- MS, BS, Phd.

CONSTRAINTS

primary key- program\_id

not null- degree\_category, degree

SQL> create table Program (program\_id integer, degree\_category varchar (20) NOT NULL, degree varchar (30) NOT NULL, Primary Key(program\_id));

**9. Doing**- Contains information about what program each student is enrolled in ( program id) as well as the year the student is currently in.

CONSTRAINTS

foreign keys-

1.student\_num which references Student,

2.program\_id which references program

not null- prog\_year

SQL > create table Doing (student\_num varchar(20), program\_id integer, prog\_year varchar(30) NOT NULL, Foreign Key(student\_num) references Student, Foreign Key(program\_id) references Program);

**10. Enrolled**- Contains information about what course a student is enrolled in , as well as the department to which the particular course belongs to.

CONSTRAINTS

primary key- student\_num, course\_id, dept\_id

foreign keys-

1.student\_num references student table, deletion of student\_num from the student table will result in the deletion of the corresponding record in the Enrolled table.

2. course\_id, dept\_id which reference Course table , the deletion of course\_id or dept\_id from the Course table will result in the deletion of corresponding record in Enrolled table.

SQL> create table Enrolled (student\_num varchar(20), course\_id integer, dept\_id integer, Primary Key(student\_num, course\_id, dept\_id), Foreign Key(student\_num) references Student on delete cascade, Foreign Key(course\_id, dept\_id) references Course on delete cascade);

**11. Resources** – Contains information about the resources that can be borrowed from the library including books, cameras, rooms .

CONSTRAINTS

primary key- resc\_id

not null- resc\_type

SQL> create table Resources (resc\_id varchar (20), resc\_type varchar(20) NOT NULL, PRIMARY KEY(resc\_id));

**12. Book**- Contains information about books including the isbn , title of the book, name of the author , edition of the book, publisher, year the book was published in and whether or not an e\_copy of the book is available or not.

CONSTRAINTS

primary key- isbn

not null- title

SQL> create table Book(isbn varchar(20), title varchar(50) NOT NULL, author\_name varchar(40), edition integer, publisher varchar(40), year\_of\_pub integer, e\_copy integer default 0, Primary Key(isbn));

**13. Journal**- Contains information about journals including the issn , title of the journal, name of the author , year the journal was published in and whether or not an e\_copy of the journal is available or not.

CONSTRAINTS

primary key- issn

not null – title, author\_name , publ\_year

SQL > create table Journal (issn varchar (20), title varchar(100) NOT NULL, author\_name varchar(40) NOT NULL, publ\_year integer NOT NULL, e\_copy integer default 0, Primary Key(issn));

**14. Conference** ( conf)- Contains information about each conference including the conference number, name of the conference, name of the author, title of conference paper, year of publication and whether or not an e copy for the conference paper is present or not.

CONSTRAINTS

primary key- conf\_num

not null- name\_of\_conf, author\_name, publ\_year

SQL> create table Conf (conf\_num varchar(20), name\_of\_conf varchar(30) NOT NULL,author\_name varchar(40) NOT NULL, title varchar(200), publ\_year integer NOT NULL, e\_copy integer default 0, Primary Key(conf\_num));

**15. Library**

Contains information about each library including library number, name of the library

CONSTRAINTS

primary key- lib\_no

not null- lib\_name

SQL> create table Library (lib\_no integer, lib\_name varchar(30) NOT NULL, Primary Key(lib\_no));

**16. BlockBook**- Contains information about the books that have been blocked by faculty, including a unique blocking id, faculty number of the faculty that has blocked the book, the number of books that have been reserved, the department and course the book belongs to and the date till which the book has been blocked.

CONSTRAINTS

primary key- blocking\_id

foreign keys- 1.faculty\_num which references faculty table , deletion of the faculty\_num from

faculty table will result in the corresponding record to be also deleted from the blockbook table.

2.course\_id, dept\_id references course, deletion of course\_id, dept\_id from the

course table will result in the corresponding record to be also deleted from the blockbook table.

3. isbn references isbn from book table, deletion of isbn from the

book table will result in the corresponding record to be also deleted from the blockbook table.

not null- reserved\_till

SQL> create table BlockBook (blocking\_id integer, faculty\_num varchar(20), course\_id integer, dept\_id integer, isbn varchar(20), num\_resv integer default 1, reserved\_till date NOT NULL, Primary Key(blocking\_id),Foreign Key(faculty\_num) references Faculty on delete cascade, Foreign Key(course\_id, dept\_id) references Course on delete cascade, Foreign Key(isbn) references Book(isbn) on delete cascade);

**17. BookList** – contains information about each book ( not just each isbn) , including whether the book is available to the patrons or not.

primary key- book\_id

foreign key- 1. isbn references isbn from the book table, deletion of the isbn from the

book table will result in the corresponding record to be also deleted from the booklist table.

2. blocking\_id references blocking id from the blockbook table. deletion of the blocking\_id from the blockbook table will result in the corresponding record to be also deleted from the booklist table.

3. lib\_no references lib\_no from the library table

4.book\_id references resc\_id from the resources table.

SQL> create table BookList(book\_id varchar(20), isbn varchar(20), is\_available integer default 1, blocking\_id integer, lib\_no integer, isblocked Number(1) default 0, Primary Key(book\_id), Foreign Key(isbn) references Book(isbn) on delete cascade, Foreign Key(blocking\_id) references BlockBook(blocking\_id), Foreign Key(lib\_no) references Library(lib\_no), Foreign Key(book\_id) references Resources(resc\_id));

**18. JournalList** – contains information about each journal ( not just each issn) , including whether the journal is available to the patrons or not

primary key- journal\_id ,

foreign keys- 1. issn references issn from the journal table , deletion of the issn from the

journal table will result in the corresponding record to be also deleted from the journallist table.

2. lib\_no references lib\_no from the library table

3. journal-id references resc\_id from the resources table

SQL> create table JournalList(journal\_id varchar(20), issn varchar(20), is\_available integer default 1, lib\_no integer, Primary key(journal\_id), Foreign Key(issn) references Journal (issn) on delete cascade, Foreign Key(lib\_no) references Library(lib\_no), Foreign Key(journal\_id) references Resources(resc\_id));

**19. CPList** - contains information about each conference paper , including whether the conference paper is available to the patrons or not

primary key- paper\_id

foreign keys-

1.conf\_num references conf\_num from the Conf table, deletion of the conf\_num from the conf table will result in the corresponding record to be also deleted from the CPList table.

2. lib\_no references lib\_no from library table

3. paper\_id references resc\_id from the resources table.

SQL> create table CPList(paper\_id varchar(20), conf\_num varchar(20), is\_available integer default 1, lib\_no integer, Primary key(paper\_id), Foreign Key(conf\_num) references Conf(conf\_num) on delete cascade, Foreign Key(lib\_no) references Library(lib\_no), Foreign Key(paper\_id) references Resources(resc\_id));

**20. Reservation**– Contains information about reservations made, by whom they have been made , and what resources have been reserved. isactive takes 2 possible values- 0 indicates that the reservation is no longer active, 1 indicates that it is active.

CONSTRAINTS

primary key- res\_id

foreign keys- 1.res\_id references resc\_id from the resources table

2. patron\_id references patron\_id from the patron table, deletion of the patron\_id from the patron table will result in the corresponding record to be also deleted from the Reservations table.

SQL> create table Reservation (res\_id integer, patron\_id varchar(20), resc\_type varchar(30), resc\_id varchar(20), checkout\_date date, checkin\_date date, due\_date date, isactive integer default 1, Primary Key(res\_id), Foreign Key(patron\_id) references Patron(patron\_id) on delete cascade, Foreign Key(resc\_id) references Resources(resc\_id));

**21. Checkout**- Contains information about the maximum possible amount of time that a patron can borrow a resource for.

CONSTRAINTS

primary key- resc\_type, patron\_type, is\_blocked

not null- duration\_hrs

SQL> create table Checkout(resc\_type varchar(20), patron\_type varchar(1),is\_blocked integer, duration\_hrs integer NOT NULL, Primary Key(resc\_type, patron\_type, is\_blocked));

**22. CalcLateFees**- This table shows the late fee for each reservation ( if any). The res\_id indicates for what resource the late fee has to be payed, late\_fee indicates the amount in dollars to be payed, status takes 2 possible values ( 0 indicates patron has not payed the fee and 1 indicates he has).

CONSTRAINTS

primary key- res\_id

foreign key- res\_id references res\_id from the reservations table

not null- late\_fee

SQL> create table CalcLateFee(res\_id integer, late\_fee integer NOT NULL , status integer default 0, Primary Key(res\_id), Foreign Key(res\_id) references Reservation(res\_id));

**23. Camera** – Contains information about each camera including the make, model, camera\_id, lens, memory available.

CONSTRAINTS

primary key- camera\_id

foreign keys- lib\_no references lib\_no from the library table

camera\_id references resc\_id from the resources table.

not null- mek, model, lens, memory\_avail

SQL> create table Camera(camera\_id varchar(20), make varchar(20) NOT NULL, model varchar(20) NOT NULL, Lens varchar(50) NOT NULL, Memory\_avail varchar(10) NOT NULL, lib\_no integer, Primary Key(camera\_id), Foreign Key(lib\_no) references Library(lib\_no), Foreign Key(camera\_id) references Resources(resc\_id));

**24. Room**- Contains information about each room including the room number, type of room, the floor number , capacity of room.

CONSTRAINTS

primary key- room\_no

foreign keys-

1. lib\_no references lib\_no from the library table.

2. room\_no references resc\_id from the resources table.

not null- capacity, room\_type

SQL > create table Room(room\_no varchar(20), room\_type varchar(20) NOT NULL,floorno integer, capacity integer NOT NULL, lib\_no integer, Foreign Key(lib\_no) references Library(lib\_no) on delete cascade, Primary Key(room\_no), Foreign Key(room\_no) references Resources(resc\_id));

**25. Resv\_camera\_q** – Contains information about the patrons that are currently in the queue for a particular camera , as well as their position in the queue.

CONSTRAINTS

primary key- patron\_id, camera\_id, intended\_Friday

foreign key –

1. patron\_id references patron-id from the patron table, deletion of the patron\_id from the

patron table will result in the corresponding record to be also deleted from the resv\_camera\_q table.

2. camera\_id references camera\_id from the camera table , deletion of the camera\_id from the

camera table will result in the corresponding record to be also deleted from the resv\_camera\_q table.

SQL> create table resv\_camera\_q(camera\_id varchar(20), patron\_id varchar(20), intended\_friday date, que\_pos integer, Primary Key(patron\_id, camera\_id, intended\_friday), Foreign Key(patron\_id) references Patron(patron\_id) on delete cascade, Foreign Key(camera\_id) references Camera(camera\_id) on delete cascade);

**26. Resv\_publ\_q** –Contains information about the patrons that are currently in the queue for a particular publication ( books, journals and conference papers) , as well as their position in the queue.

CONSTRAINTS-

primary key- publ\_no, patron\_id

foreign keys-

1. patron\_id references patron\_id from the patron table, deletion of the patron\_id from the

patron table will result in the corresponding record to be also deleted from the resv\_publ\_q table.

2. publ\_no references resc\_id from the resources table.

SQL >create table resv\_publ\_q(publ\_no varchar(20), patron\_id varchar(20), req\_date date, Primary Key(publ\_no, patron\_id), Foreign Key(patron\_id) references Patron(patron\_id) on delete cascade, Foreign Key(publ\_no) references Resources(resc\_id));

**27. Resv\_room**- Contains information about the reservations made on rooms including the room number, intended check out time as start\_time , intended check in time as end\_time. is\_active takes 3 possible values- 0 indicates the reservation is no longer active but has been used, 1 indicates the room is currently occupied, 2 indicates the reservation is not active and has been cancelled as the patron did not turn up.

CONSTRAINTS

primary key- room\_no,start\_time,end\_time,is\_active

foreign keys-

1 .patron\_id references patron\_id from the patron table, deletion of the patron\_id from the

patron table will result in the corresponding record to be also deleted from the resv\_room table.

2. room\_no references room\_no from the room table, deletion of the room\_no from the

room table will result in the corresponding record to be also deleted from the resv\_room table.

not null- start\_time, end\_time

not null- start\_time, end\_time

SQL > create table resv\_room(room\_no varchar(20), patron\_id varchar(20), start\_time date NOT NULL, end\_time date NOT NULL, is\_active Number(1) default 1, Primary Key(room\_no,start\_time,end\_time,is\_active), Foreign Key(patron\_id) references Patron(patron\_id) on delete cascade, Foreign Key(room\_no) references Room(room\_no) on delete cascade);

**28 . The reservation\_seq** is for entering a reservation number into the reservation table

Create sequence reservation\_seq

start with 1 increment by 1;

**29. The blocking\_seq** is for entering blocking\_id into the blockbook table.

CREATE SEQUENCE blocking\_seq

START WITH 1

INCREMENT BY 1

NOCACHE

NOCYCLE;

**30. Notifications** – Contains information about the notifications that are sent to patrons.

primary key- patron\_id, message

foreign key- patron\_id references patron\_id from the patron table, deletion of the patron\_id from the patron table will result in the corresponding record to be also deleted from the notifications table

SQL>

Create table notifications

(Patron\_id Varchar(20),

Message Varchar2(2000),

Foreign Key(patron\_id) references Patron(patron\_id) on delete cascade,

primary key (Patron\_id,Message));

**31. PROCEDURE : Account\_deactivateprocedure**

This procedure checks if a patron has status=1 in the calclate fee table ( i.e the patron has not paid the late fee) and if the current date is 90 days past the due\_date for the particular resource by that particular patron. If yes, it sets the privilege to 0 – which means the account has been deactivated.

SQL>

Create or replace

procedure Account\_deactivate (p\_id IN VARCHAR2,

p\_out OUT VARCHAR2)

is

counter NUMBER;

BEGIN

select count(\*)

into counter

from reservation r

where sysdate - r.due\_date > 90

and r.patron\_id = p\_id

and not exists (select \*

from calclatefee cl

where cl.res\_id = r.res\_id

and cl.status = 1

);

if counter > 0 then

Update patron p

set privilege = 0

where p.patron\_id = p\_id;

p\_out := 'deactivate';

else

p\_out := 'nochange';

end if;

END;

/

**32. PROCEDURE : Roomy**

This Procedure checks if a patron who has reserved a room has checked out or not. If a patron has not checked out an hour after the start time, the reservation is cancelled by setting the is\_active column to 0.

SQL>

CREATE OR REPLACE PROCEDURE roomy

AS

BEGIN

update resv\_room

set is\_active=0

where is\_active=1 AND (24\*(sysdate-start\_time)) >=1;

EXCEPTION

WHEN OTHERS THEN

NULL;

END;

/

**33. PROCEDURE: roomy2**

This procedure sets the isactive flag to 0 in the reservation table ( indicating that reservation is no longer active) when the current time is past the check in time.

CREATE OR REPLACE PROCEDURE roomy2

AS

BEGIN

update reservation set isactive=0 , checkin\_date =due\_date

where isactive=1 AND  resc\_type='Room' AND (24\*(sysdate-due\_date)) >0;

END;

/

**34. PROCEDURE: notify\_camera**

This procedure checks if the camera(s) that have been requested ( i.e present in the resv\_camera\_q ) have been returned or not ( i.e if the isactive is 1 in reservation then the camera has not been returned).

If they have not been returned then the request in the resv\_camera\_q for that camera is cancelled and a message is sent to the concerned patron.

If they have been returned then a message is sent to the 1st patron in the resv\_camera\_q for a particular camera, that it is available for pickup.

SQL>

CREATE OR REPLACE PROCEDURE notify\_camera

AS

cursor pats1 is

SELECT camera\_id,patron\_id,intended\_friday

FROM resv\_camera\_q

WHERE que\_pos=1 AND intended\_friday =(SELECT sysdate from dual)

AND camera\_id IN(SELECT resc\_id

FROM Reservation

WHERE resc\_type= 'Camera' AND isactive=1);

cursor pats2 is

SELECT camera\_id, patron\_id FROM resv\_camera\_q

WHERE que\_pos=1 AND to\_date(intended\_friday) = to\_date(sysdate) -- '13-NOV-15'

AND camera\_id IN(SELECT resc\_id

FROM Reservation

WHERE resc\_type= 'Camera' AND isactive=0);

pats\_id1 resv\_camera\_q.patron\_id%type;

pats\_id2 resv\_camera\_q.patron\_id%type;

cam\_id resv\_camera\_q.camera\_id%type;

cam\_id2 resv\_camera\_q.camera\_id%type;

int\_fri resv\_camera\_q.intended\_friday%type;

BEGIN

OPEN pats1;

LOOP

FETCH pats1 into cam\_id,pats\_id1,int\_fri;

EXIT WHEN pats1%notfound;

dbms\_output.put\_line('Camera ' || cam\_id || 'has not been returned. Reservation cancelled'); /\* message to be sent to pats\_id1 \*/

Insert into notifications

values(pats\_id1, 'Camera ' || cam\_id || 'has not been returned. Reservation cancelled');

DELETE FROM resv\_camera\_q

WHERE camera\_id = cam\_id

AND intended\_friday = int\_fri; /\* deleting records in queue for camera(s) that have not been returned by fri 8am \*/

commit;

END LOOP;

CLOSE pats1;

OPEN pats2;

LOOP

FETCH pats2 into cam\_id2,pats\_id2;

EXIT WHEN pats2%notfound;

dbms\_output.put\_line('Camera' || cam\_id2 || 'available for checkout. please collect it before 10 am');

Insert into notifications

values(pats\_id2, 'Camera' || cam\_id2 || 'available for checkout. please collect it before 10 am');

commit;

END LOOP;

CLOSE pats2;

EXCEPTION

WHEN OTHERS THEN

NULL;

END;

/

**35. PROCEDURE- notify\_camera2**

This procedure runs at Friday 10AM. It checks if a record with que\_pos=1 exists in the resv\_camera\_q ( A record only exists at this time if a patron has not checked out the requested camera).

So the request for the camera is cancelled for that patron and a message is sent to the concerned patron and the record is deleted from the resv\_camera\_q. The queue positions for a request made for that camera are decremented by 1.

SQL>

CREATE OR REPLACE PROCEDURE notify\_camera2

AS

cursor pats3 is

SELECT patron\_id,camera\_id,intended\_friday FROM resv\_camera\_q

WHERE que\_pos=1 AND to\_date(intended\_friday)= to\_date( sysdate); --'13-NOV-15';

pats\_id3 resv\_camera\_q.patron\_id%type;

cam\_id3 resv\_camera\_q.camera\_id%type;

int\_fri3 resv\_camera\_q.intended\_friday%type;

BEGIN

OPEN pats3;

LOOP

FETCH pats3 into pats\_id3,cam\_id3,int\_fri3;

EXIT WHEN pats3%notfound;

dbms\_output.put\_line('You have not checked out the reserved camera '|| cam\_id3 || ' Reservation cancelled');

Insert into notifications

values(pats\_id3,'You have not checked out the reserved camera '|| cam\_id3 || ' Reservation cancelled');

UPDATE resv\_camera\_q

SET que\_pos = que\_pos-1

WHERE camera\_id = cam\_id3

AND intended\_friday=int\_fri3;

DELETE FROM resv\_camera\_q

WHERE camera\_id=cam\_id3 AND que\_pos=0 AND intended\_friday=int\_fri3;

commit;

END LOOP;

CLOSE pats3;

--EXCEPTION

--WHEN OTHERS THEN

--NULL;

END;

/

**36. PROCEDURE: notify\_camera3**

This procedure runs immediately after notify\_camera2. It sends notifications to the patrons whose position in the queue has been updated to 1 as a result of notify\_camera2.

SQL>

CREATE OR REPLACE PROCEDURE notify\_camera3 /\* Runs immediately after procedure notify\_camera2 \*/

AS

cursor pats4 is

SELECT patron\_id,camera\_id,intended\_friday FROM resv\_camera\_q

WHERE que\_pos=1 AND to\_date(intended\_friday)= to\_date( sysdate );

pats\_id4 resv\_camera\_q.patron\_id%type;

cam\_id4 resv\_camera\_q.camera\_id%type;

int\_fri4 resv\_camera\_q.intended\_friday%type;

BEGIN

OPEN pats4;

LOOP

FETCH pats4 into pats\_id4,cam\_id4,int\_fri4;

EXIT WHEN pats4%notfound;

dbms\_output.put\_line('Camera '|| cam\_id4 || ' is available for pickup');

where que\_pos=1, camera\_id= cam\_id4, and intended\_friday = int\_fri4

Insert into notifications

values (pats\_id4,'Camera '|| cam\_id4 || ' is available for pickup');

commit;

END LOOP;

CLOSE pats4;

--EXCEPTION

--WHEN OTHERS THEN

--NULL;

END;

/

**37. PROCEDURE: notify\_books**

This procedure sends notifications (reminders to concerned patrons when they have checked out a book and their reservation is due in 1 or 3 days.

It also sends reminders when a patron has not returned a book and the current date is either 30 ,60 or 90 days past the due date of that particular book.

CREATE OR REPLACE PROCEDURE notify\_books

AS

cursor d\_date is

SELECT due\_date,patron\_id FROM Reservation

WHERE resc\_type='Book';

du\_date Reservation.due\_date%type;

p\_id Reservation.patron\_id%type;

today date;

today1 number;

today2 number;

BEGIN

SELECT sysdate into today from dual;

OPEN d\_date;

LOOP

FETCH d\_date into du\_date,p\_id;

EXIT WHEN d\_date%notfound;

today1 := ceil(du\_date-today) ;

today2 := ceil(today- du\_date) ;

dbms\_output.put\_line( today1 );

IF (today1 = 3 )

THEN dbms\_output.put\_line(' The due date for your book is in 3 days');

Insert into notifications

values(p\_id, ' The due date for your book is in 3 days');

ELSIF ( today1 = 1 )

THEN dbms\_output.put\_line(' The due date for your book is in 1 day');

Insert into notifications

values(p\_id, ' The due date for your book is in 1 day');

ELSIF ( today2 = 30 )

THEN dbms\_output.put\_line(' The borrowed book was due 30 days ago.Please return the borrowed item and pay the late fee');

Insert into notifications

values(p\_id, ' The borrowed book was due 30 days ago.Please return the borrowed item and pay the late fee');

ELSIF ( today2 = 60 )

THEN dbms\_output.put\_line(' The borrowed book was due 60 days ago.Please return the borrowed item and pay the late fee');

Insert into notifications

values(p\_id, ' The borrowed book was due 60 days ago.Please return the borrowed item and pay the late fee');

ELSIF ( today2 = 90 )

THEN dbms\_output.put\_line(' The borrowed book was due 90 days ago.Please return the borrowed item and pay the late fee to avoid suspension of library privileges.');

Insert into notifications

values(p\_id, ' The borrowed book was due 90 days ago.Please return the borrowed item and pay the late fee to avoid suspension of library privileges.');

END IF;

commit;

END LOOP;

CLOSE d\_date;

EXCEPTION

WHEN OTHERS THEN

NULL;

END;

/

**38. PROCEDURE: checkreserve**

This procedure sets the isblocked flag in the booklist table to 0 ( indicating it is no longer blocked by the faculty) when the current date is past the reservation date ( reserved\_till) .

CREATE OR REPLACE PROCEDURE checkreserve

AS

BEGIN

update booklist

set isblocked=0

where book\_id in ( select bo.book\_id from booklist bo, blockbook bl where bo.isblocked=1 and bo.blocking\_id=bl.blocking\_id and to\_date(bl.reserved\_till) <= to\_date(sysdate));

END;

/

**39**. **TRIGGER: CalculateLateFee**

This trigger is used to calculate the late fee for a resource. After a patron has checked in a resource , the trigger checks if the checked in date is after the due date for the resource. If yes, the late fee is calculated based on the type of resource borrowed and whether or not a book has been blocked .

The late fee rates are fetched from the LateFeeReference table.

SQL>

CREATE OR REPLACE TRIGGER CalculateLateFee

AFTER UPDATE

OF Checkin\_date ON Reservation

FOR EACH ROW

WHEN (NEW.Resc\_type IN ('Book','Journal','Conf','Camera') AND NEW.Checkin\_date > NEW.Due\_date)

DECLARE

v\_unit varchar2(30);

n\_apu number;

n\_diff number;

n\_amount number;

BEGIN

-- fetch unit and amount per unit from reference table

SELECT Unit, Amt\_per\_unit INTO v\_unit, n\_apu FROM LateFeeReference WHERE Resc\_type = :NEW.Resc\_type;

IF v\_unit = 'Day' THEN

n\_diff := :NEW.Checkin\_date - :NEW.Due\_date;

--dbms\_out.put\_line(:n\_diff);

END IF;

IF v\_unit = 'Hour' THEN

n\_diff := (:NEW.Checkin\_date - :NEW.Due\_date)\*24 + 1;

--dbms\_out.put\_line(:n\_diff);

END IF;

n\_amount := n\_diff \* n\_apu;

INSERT INTO CalcLateFee VALUES (:NEW.Res\_id, n\_amount, 0);

END;

/

**40. TRIGGER: CalculateDueDate**

This trigger is used to calculate the due date of all resources except rooms. The due date is calculated based on the type of patron( faculty or student) , type of resource , and for a book whether or not it has been blocked by a faculty.

CREATE OR REPLACE TRIGGER CalculateDueDate

BEFORE INSERT

ON Reservation

FOR EACH ROW

WHEN (NEW.Resc\_type IN ('Book','Journal','Conf','Camera'))

DECLARE

duration number;

cam\_date varchar2(20);

p\_type varchar2(3);

BEGIN

SELECT SUBSTR(:NEW.Patron\_id,1,1) INTO p\_type FROM Dual;

--dbms\_output.put\_line(p\_type);

IF :NEW.Resc\_type = 'Book' THEN

SELECT Duration\_Hrs INTO duration FROM CheckOut WHERE Resc\_type = :NEW.Resc\_type AND Patron\_type = p\_type AND Is\_blocked = (SELECT IsBlocked FROM BookList WHERE Book\_id = :NEW.Resc\_id);

--dbms\_output.put\_line(duration);

:NEW.Due\_date := :NEW.Checkout\_date + (duration/24);

ELSIF :NEW.Resc\_type = 'Camera' THEN

SELECT TO\_CHAR(:NEW.Checkout\_date+6,'YYYY/MM/DD')||' 18:00:00' INTO cam\_date FROM DUAL;

--dbms\_output.put\_line(cam\_date);

:NEW.Due\_date := TO\_DATE(cam\_date, 'YYYY/MM/DD HH24:MI:SS');

ELSE

SELECT Duration\_Hrs INTO duration FROM CheckOut WHERE Resc\_type = :NEW.Resc\_type AND Patron\_type = p\_type;

--dbms\_output.put\_line(duration);

:NEW.Due\_date := :NEW.Checkout\_date + (duration/24);

END IF;

END;

/